Covid Data Analysis

## Load the data

library(tidyverse)

## -- Attaching packages --------------------------------------- tidyverse 1.3.1 --

## v ggplot2 3.3.5 v purrr 0.3.4  
## v tibble 3.1.6 v dplyr 1.0.7  
## v tidyr 1.1.4 v stringr 1.4.0  
## v readr 1.4.0 v forcats 0.5.1

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(caret)

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

library(ROCR)  
library(rpart)  
library(rpart.plot)  
  
  
data <- read.csv("cov.csv")  
glimpse(data) # take a look on the data

## Rows: 152,657  
## Columns: 9  
## $ test\_date <chr> "2020-11-12", "2020-11-12", "2020-11-12", "2020-11~  
## $ cough <int> 0, 0, 0, 0, 0, 1, 1, 0, 0, 1, 1, 0, 0, 1, 0, 1, 1,~  
## $ fever <int> 0, 1, 0, 0, 1, 0, 1, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0,~  
## $ sore\_throat <int> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,~  
## $ shortness\_of\_breath <int> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,~  
## $ head\_ache <int> 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,~  
## $ corona\_result <chr> "negative", "negative", "negative", "negative", "n~  
## $ age\_60\_and\_above <chr> "No", "No", "Yes", "No", "No", "No", "No", "No", "~  
## $ gender <chr> "male", "male", "female", "male", "male", "male", ~

# Initial Questions

Number of people tested positive and negative for covid-19 in this dataset:

data %>%  
 group\_by(corona\_result) %>%  
 summarise(Freq = n())

## # A tibble: 3 x 2  
## corona\_result Freq  
## <chr> <int>  
## 1 negative 146810  
## 2 other 1294  
## 3 positive 4553

Number of tested positive = 4553 and negative = 146810.

To remove “other” from corona\_result and change positive and negative into 0 and 1 respectively:

# Remove other from the result column  
data1 <- subset(data, corona\_result != "other")  
  
# make positive = 1 and negative = 0  
  
data1 <- mutate(data1, res = recode(corona\_result,  
 "negative" = 0,  
 "positive" = 1))  
  
# Remove observations of missing values with observations for age\_60\_and\_above and gender  
  
summary(is.na(data1[,8:9]))

## age\_60\_and\_above gender   
## Mode :logical Mode :logical   
## FALSE:151363 FALSE:151363

There are no NA’s in these two columns. So missing values can occur with blank spaces. So we shall need to remove those blank spaces to make the data prepared

data1 <- subset(data1, age\_60\_and\_above != "" | gender != "")

To split the dataset into 90:10 ratio, we can execute the following code:

set.seed(111)  
library(caTools)  
sample <- floor(0.70 \* nrow(data1))  
train\_indx <- sample(seq\_len(nrow(data1)), size = sample)  
train <- data1[train\_indx, ]  
test <- data1[-train\_indx, ]

# Logistic Regression

Fit a logistic model treating the res as dependent variable and the symptoms as independent variable:

m1 <- glm(as.factor(res) ~ cough + fever + sore\_throat + shortness\_of\_breath + head\_ache + age\_60\_and\_above + gender, family = "binomial", train)

Construct a confusion matrix with the threshold value 0.5 in test set.

pred\_test <- predict(m1, newdata = test, type = "response")  
cm <- table(test$res, as.numeric(pred\_test >= 0.5))  
cm

##   
## 0 1  
## 0 43934 43  
## 1 953 402

confusionMatrix(cm)

## Confusion Matrix and Statistics  
##   
##   
## 0 1  
## 0 43934 43  
## 1 953 402  
##   
## Accuracy : 0.978   
## 95% CI : (0.9766, 0.9794)  
## No Information Rate : 0.9902   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.4384   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.9788   
## Specificity : 0.9034   
## Pos Pred Value : 0.9990   
## Neg Pred Value : 0.2967   
## Prevalence : 0.9902   
## Detection Rate : 0.9692   
## Detection Prevalence : 0.9701   
## Balanced Accuracy : 0.9411   
##   
## 'Positive' Class : 0   
##

ROC curve of the logistic regression on test set:

pred <- prediction(pred\_test, test$res)  
perf <- performance(pred, "acc")  
plot(perf)

![](data:image/png;base64,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)

auc = performance(pred, measure = "auc")  
print(auc@y.values)

## [[1]]  
## [1] 0.7443084

The coefficients are:

coef(m1)

## (Intercept) cough fever sore\_throat   
## -3.90795769 1.75869582 1.98736171 4.36224997   
## shortness\_of\_breath head\_ache age\_60\_and\_aboveNo age\_60\_and\_aboveYes   
## 3.23395142 5.83218051 -0.21352482 -0.25760411   
## genderfemale gendermale   
## 0.07828413 0.16680608

exp(cbind(Odds\_Ratio = coef(m1), confint(m1)))

## Waiting for profiling to be done...

## Odds\_Ratio 2.5 % 97.5 %  
## (Intercept) 0.02008147 3.127809e-03 0.06939364  
## cough 5.80486185 4.970603e+00 6.75969632  
## fever 7.29625869 6.203946e+00 8.55680246  
## sore\_throat 78.43340895 5.393383e+01 115.98854209  
## shortness\_of\_breath 25.37974525 1.361695e+01 48.56363307  
## head\_ache 341.10164577 2.524724e+02 471.86044297  
## age\_60\_and\_aboveNo 0.80773212 6.841976e-01 0.96037548  
## age\_60\_and\_aboveYes 0.77290116 6.363066e-01 0.94278791  
## genderfemale 1.08142988 3.166759e-01 6.90578682  
## gendermale 1.18152512 3.460453e-01 7.54437703

# Decision Tree

Train and generate decision tree using rpart and rpart.plot:

m2 <- rpart(res ~ cough + fever + sore\_throat + shortness\_of\_breath + head\_ache + age\_60\_and\_above + gender, train, method = "class",  
 control = rpart.control(cp = 0.001))  
rpart.plot(m2, fallen.leaves = F)
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m2$variable.importance

## head\_ache sore\_throat fever cough   
## 1322.97592 255.81934 132.82024 84.49778   
## shortness\_of\_breath   
## 35.86443

We execute the code to find the answers:

pred\_test <- (predict(m2, newdata = test, type = "class"))  
cm <- table(pred\_test, test$res)  
confusionMatrix(cm)

## Confusion Matrix and Statistics  
##   
##   
## pred\_test 0 1  
## 0 43936 950  
## 1 41 405  
##   
## Accuracy : 0.9781   
## 95% CI : (0.9768, 0.9795)  
## No Information Rate : 0.9701   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.4415   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.9991   
## Specificity : 0.2989   
## Pos Pred Value : 0.9788   
## Neg Pred Value : 0.9081   
## Prevalence : 0.9701   
## Detection Rate : 0.9692   
## Detection Prevalence : 0.9902   
## Balanced Accuracy : 0.6490   
##   
## 'Positive' Class : 0   
##